**The Flat Earth**

YouTube contains thousands of videos from people that claim the earth is flat and that science as we know it is a “globalist conspiracy”. While their claims are hilarious, people that believe our planet is flat are often passionate and even conduct simple experiments and engage in naive flat earth mathematics.

Adherents to the idea that the world is flat often propose [Gleason’s Map](https://amzn.to/2Pxh3I7) (shown above) as their version of the correct representation of our planet. This map is not a map of the flat earth but a polar [Azimuthal equidistant projection](https://en.wikipedia.org/wiki/Azimuthal_equidistant_projection) of the globe. Even though the map itself states that it is a projection of the world, flat earth believers nevertheless see it as a literal representation of the earth.

Projecting the spherical earth on a flat surface is a complex task which will always require compromise as it is impossible to draw the surface of the globe on a piece of paper truthfully.Â  The video below provides a practical introduction to map projections.

We can recreate Gleason’s map with ggplot, which incorporates the mapproj R package to show maps in various projections. The Azimuthal equidistant method is popularised in the flag of the United Nations. Antarctica is in this projection displayed as a ring around the world. Flat earth evangelists believe that the South Pole a ring of ice that prevents us from proceeding beyond the disc.

library(tidyverse)

library(mapproj)

world <- map\_data("world")

worldmap <- ggplot(world) +

geom\_path(aes(x = long, y = lat, group = group)) +

theme(axis.text = element\_blank(),

axis.ticks = element\_blank()) +

labs(x = "", y = "")

worldmap +

coord\_map("azequidistant", orientation = c(90, 0, 270))

The [coord\_map](https://ggplot2.tidyverse.org/reference/coord_map.html) function allows you to change projections. The orientation argument defines the centre point of the projection. The most common location is the North Pole (90, 0). The third value gives the clockwise rotation in degrees. Gleason’s map uses a rotation of 270 degrees.

**My Round-the-World Itinerary**

My trip will take me from Australia to Japan, from where I go to the Netherlands. The last two legs will bring me back to Australia via San Francisco.

The itinerary is stored in a data frame, and the ggmap package geocodes the longitude and latitude of each of the locations on my trip. As the earth is a sphere, an intermediate point needs to be added for trips that pass the dateline.

The itinerary is visualised using the same method as above but centring on Antarctica. The geosphere package helps to estimate the total travel distance, which is approximately 38,995 km, slightly less than a trip around the equator. This distance is the [great circle distance](https://en.wikipedia.org/wiki/Great-circle_distance), which is the shortest distance between two points on a sphere, adjusted for a spheroid (a flattened sphere).

The flight paths on this map are curved because of the inevitable distortions when projecting a sphere on a flat surface.

## Define itinerary

library(ggmap)

airports <- tibble(city = c("Melbourne", "Tokyo", "Amsterdam", "San Francisco", "Melbourne"))

## Find coordinates

## Where you receive an OVER\_QUERY\_LIMIT error, repeat the code

itinerary <- geocode(airports$city) %>%

mutate(location = airports$city)

## Split travel past dateline

dl <- which(diff(itinerary$lon) > 180)

dr <- ifelse(itinerary$lon[dl] < 0, -180, 180)

dateline <- tibble(lon = c(dr, -dr),

lat = rep(mean(itinerary$lat[dl:(dl + 1)]), 2),

location = "dateline")

itinerary <- rbind(itinerary[1:dl, ], dateline, itinerary[(dl + 1):nrow(itinerary), ]) itinerary ## Visualise worldmap + geom\_point(data = itinerary, aes(lon, lat), colour = "red", size = 4) + geom\_path(data = itinerary, aes(lon, lat), colour = "red", size = 1) + coord\_map("azequidistant", orientation = c(-90, 0, 270)) ggsave("rtw.png", dpi = 150) ## Great Circle Distance library(geosphere) sapply(1:(nrow(itinerary) - 1), function(l) distVincentyEllipsoid(itinerary[l, 1:2], itinerary[(l + 1), 1:2]) / 1000) %>%

sum()

Round the world trip in polar Azimuthal equidistant projection.

**Flat Earth Mathematics**

If the Gleason map were in reality a map of the flat earth, then the flight paths on the map would show as straight lines. I was unable to plot these lines on the map because ggplot corrects for the projection effects.

The mapproj package contains the mapproject function to calculate the projected coordinates based on longitude and latitude. The output of this function is a grid with limits from ![-\pi](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAICAMAAADKtv/iAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEVUVFT////MzMwNDQ12dnaqqqq6urpmZmaIiIgiIiLc3Nzu7u6YmJinTCU2AAAAR0lEQVQImW3MgQrAIAhFUa9pWdv/f++SMWhrDwQ5PhTW1F4yHVn1MOrgnNuLFYLhyS5PNC+G67c9+0H8cFPMdy7zjW1c2z1cffABS1xj0gwAAAAASUVORK5CYII=)to ![\pi](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAJFBMVEUNDQ3MzMx2dnb///+6urqqqqpmZmaIiIgiIiLc3NyYmJju7u7Jc7kUAAAAOElEQVQImS3KyQ0AMAwCQZt14hz995sTgTQPjGh20rApojMAc0h6OdwTxR89yc/q6B92pcuo3LEAMR4BFEPG0j8AAAAASUVORK5CYII=).

On the polar Azimuthal equidistant projection, distances from any point to the centre of the map are not distorted. A line from the lon/lat 0,0 to the north pole has a projected distance on ![\pi/2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAARCAMAAAD0U0w/AAAAA3NCSVQICAjb4U/gAAAAJ1BMVEX///8ICAju7u5mZmbMzMx2dnaqqqrc3NyIiIhPT0+YmJi6uronJycpI1cQAAAAiklEQVQYlXVQCxKFIAhcQT5p9z/vw6Sa8rUzqLDrKgAv0Ltwg785jnBnXhlVQIZiW6io0BaetRjQ9zKwz0+EEZU6FxJ0Q8tLrZ7GhRBnh+ntN7FPsUBTbJKM+LFVhycllnb5AFeIPvx6pDRUJdTTqLa0MTOPDjrPuIZERzNlHdJ/qH5S69guyDP9Afn+AijV1BsVAAAAAElFTkSuQmCC), which in the spherical world is ![\pi / 2 * 6378.137Â  = 10018.75](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALoAAAARCAMAAABdC0buAAAAA3NCSVQICAjb4U/gAAAALVBMVEX///8AAADu7u6YmJiIiIiqqqosLCzc3NxmZmZ2dnbMzMy6urpUVFREREQQEBB65YCmAAACU0lEQVRIidVW2bbDIAhUwT3x/z/3sohJbdPnW85paXU6wIg0zm0W9oXfsfK7uRd6IZbycbMCRDoYgHpQhUdsmcw5QKir4gCnug302SbaIQDeva3fqY2qH9BrfKOKtFS5gvNDmBRc87SXdT95tsMhcYdjghpgEgk20GczNFK+vVx+rd+pjSoOn+Cdi2DhJHzz70IV1qM7d5LHQS+Rhb6zv0qNEnQHPZmiByvrL79Y7tRGFe0Yehpj+CFIF6jiMBq9+WbCoEXxOfdVItXIxXWCHVRrvjpMg+6gr6lnydZ384vlhdqoLPVQXc9LFrAg0et+49R1MXvqtaLJx1O3M/8wJF9vuq7UX0BfU++S8ojmF8tGrVQRIlTJjQ4iW9OvnrRmwrNB0dXOaoTBhHR5dFsFgcOf12Caqe8g+bQMXtCacgLzF8srtVLJZNCcqotT7FwnpK4uCUeam10OwqvsIF3ZhKp2l9PqklvD3EFPdlcdzC+WjfqiCpIMdQTO7Oq8m3GJkg8sp55JFvSAwNOKusfNi6u9mNa0kqA76HvqT72+UyuVfJW7WJqzKTn7pfPwzrOYhmHWKvL7JsOnCb8cbZejgtfUd9AM/dAwbnA0f3k7jY1aqAJTq+rUvVUbpSlhQxr8uCaQNZGLla+ezv2alj5OmpHKyyov6FFvoCdTNF+LWC5v6xu1UjE1ssr8D9BVV30ICENG/yK/bgkg8s8C0t+trOo1CBWBK5VoGWkoxHfQZzO0wxhFoukXy516xUPN425f79O/tvj+XPAr9vSg8QO2988/tz8cTxFrB7EgugAAAABJRU5ErkJggg==)km. In other words, we need to multiply the Euclidean distance with the radius of the Earth to estimate the length on a flat map.

This last code snippet converts the itinerary to projected coordinates, calculates the Euclidean distance between the points and multiplies this with the Earth’s diameter. The outcome is a staggering 83,675 km, more than twice the length over a sphere. The main reason for this difference is the distortion of this projection. When taking Antartica as the centre of the projection, East-West lengths on the Northern hemisphere are massively distorted. When undertaking the same calculation with the North pole as the center, the total distance is 46,348 km, still a lot more than the actual length of the journey. The only leg with a similar distance to reality is from Brisbane to Tokyo because this route is almost a radial line without distortion.

This article proves that the earth cannot be flat because aeroplanes would have to break the sound barrier to fly these distances in the time it takes to travel. But these facts will not stop people believing in a flat earth, I am after all an engineer and thus part of the globalist science conspiracy.

library(mapproj)

coords <- mapproject(itinerary$lon, itinerary$lat, "azequidistant",

orientation = c(-90, 0, 270))

coords <- tibble(x = coords$x, y = coords$y)

sum(sqrt(diff(coords$x)^2 + diff(coords$y)^2) \* 6378.137)